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Title: Internet, Innovation, and Open Source: Actors in the Network 

Abstract: 

This paper describes the evolution of the Linux operating system, and studies dynamics 

of socio-technical change using Linux as a case example. Theoretical models of 

community-based practice and learning are combined with actor-network theory, and the 

characteristics open source development model are described using the introduced 

theoretical concepts. The paper analyses the growth and development of Linux and its 

development community, and shows how the development community evolves into an 

ecology of community-centered practices. 

Introduction: 

During the last couple of years, the Open Source development model has been on front 

pages of newspapers, and focus of much attention (e.g., DiBona, Ockman, & Stone, 1999 

Wayner, 2000; Leonard, 2000; Raymond, 1998b; Raymond, 1998a; Bezroukov, 1999; 

Kuwabara, 2000). It has been argued, for example, that open source projects can produce 

better quality technology than traditional corporate R&D (Raymond, 1999). As a result, 

many corporations have invested heavily in trying to adopt best practices from the open 

source model. 

A distinctive characteristic of open source projects, when compared with traditional 

corporate software development projects, is the way intellectual property rights are 

handled. One key innovation in open source has been the GNU General Public License 

(Stallman, 1999), which has made it possible to legally improve and adopt software 

developed by others, at the same time facilitating continuous improvement. 

In the history of software, open source models have, however, been used before 

copyrights became an issue. For example, it has been estimated that about half of the 

operating system programs for CTSS, an early time-sharing system at MIT, were 

developed by the users of the system (Fano, 1967). One of the motivations for launching 

the ARPANET project in 1960’s was the belief that by connecting different computing 

sites, communities of computer programmers could more efficiently share their programs 
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and knowledge (David & Fano, 1965; Abbate, 1999; Naughton, 2000). Indeed, two of the 

most influential visionaries of ARPANET, J.C.R. Licklider and Robert Taylor argued in 

great detail in 1968 that such on-line communities would radically transform computer 

programming, but also society, work, and human thinking. Although they saw security 

and privacy as important challenges in on-line communities, their underlying assumption 

was that—within a given access control policy—software could be freely used and shared 

(Licklider & Taylor, 1968). 

Copyright agreements should, therefore, be seen as one mechanism that has been used to 

solve a problem that is not fundamentally about intellectual property rights. Indeed, in 

open source development projects  copyrights facilitate solving a well known problem. It 

is widely noted that access to source code facilitates learning, improvement, and 

integration with other systems. One important function of open source copyright 

agreements is that they keep this development path open, in a rapidly changing world 

where commercial appropriation of research and development investments has become 

increasingly difficult. 

More generally, however, copyright is a social institution that helps social actors to 

coordinate and control their interactions. We can therefore ask what other mechanisms 

are used in open source projects, besides copyright, to facilitate innovation and 

development. This leads to a study on the co-evolution of social and technical systems. 

This paper tries to develop theoretical understanding of the open source model. First, it 

briefly reviews proposals for conceptualizing the development of knowledge and 

technology in social and practice-related contexts. Then it introduces some central ideas 

of actor-network theory. Using data from the evolution of the Linux operating system, it 

then describes some key characteristics of the open source development model. The 

empirical findings will be interpreted in the light of the presented theory, and some 

conditions for successful open source development projects are suggested. 

Thought communities: a brief review 

During the last decade there has been increasing interest in understanding the social basis 

of technology and knowledge. It has been argued that knowledge exists only in a social 
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context, and that this social context is created by social practices. According to this view, 

knowledge is created and reproduced in communities, and knowledge makes sense only 

in relation to such communities. Furthermore, this view rejects the idea that knowledge 

can be decontextualized, or something that can in any trivial way be grounded on an 

“external reality.” Instead, this view sees knowledge as a product of a social process. 

Knowledge organizes social by institutionalizing ways of interpreting the world. 

Knowledge is embedded in social practices, conceptual systems, and material artifacts 

that are used in social practices. Technology, social practice, and knowledge complement 

each other and their evolution is part of the same process. 

Although such conceptualizations of knowing has gained visibility during the last years, 

their key ideas are not new. Bakhtin argued in the 1930’s that speech and texts can only 

be understood by analyzing genres (c.f. Morson & Emerson, 1990). According to Bakhtin 

(1987), genres are created in a historical process where concepts, their use, and their 

practical context co-evolve. A competent adult has a large repertory of genres that are 

used in different concrete situations. Discussion with family members, lectures, private 

letters, academic manuscripts, and formal documents all have different genres. Utterances 

within different genres can look and sound similar, but their meaning can only be 

understood by analyzing their role within a specific genre. Each genre, furthermore, has 

its associated social settings and practices, and the evolution of a genre therefore is 

closely linked with the evolution of social practices and, for example, with those tools 

that are used in these practices. The constitution of a genre therefore has both “mental“ 

and “material” components. Creative work, according to Bakhtin, requires effective use 

of those cultural resources that form the genre. 

Ludwik Fleck proposed a similar view, also in the 1930s, based on his studies of 

historical development of syphilis as a specific disease entity. Fleck (1979) showed that 

scientific facts emerge through a long historical process, which produces interdependent 

theoretical conceptualizations, diagnostic practices, and technologies. According to 

Fleck, such conceptualizations, practices, and technologies are produced and reproduced 
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by thought communities. Each thought community has its own thought style, which 

defines what can be meaningful knowledge for the community in question.3 

More recently, Donald Schön (1983) described learning processes that underlie 

acquisition of professional skills. According to Schön, competent professional practice 

can be understood as reflective practice, and such practices are learned and reproduced in 

communities of practitioners. Learning a professional skill is often based on social 

interaction, and competent use of appropriate technologies. Schön, for example, argued 

that an architect studio is a critical resource in learning architectural design as many key 

skills are tightly bound to the tools and material artifacts available in the studio. To 

became a member of the community of architects requires ability to learn to view the 

world as an architect and to use architect’s tools in a professional way. This can happen 

only by observing and interacting with experienced architects within the context of a 

studio. 

Yrjö Engeström (1987), in turn, developed his theory of activity systems and expansive 

learning on the basis of cultural-historical activity theory (Vygotsky, 1986; Leont'ev, 

1978; Wertsch, 1991; Cole, 1996; Scribner, 1997; Engeström, Miettinen, & Punamäki, 

1999). Cultural-historical activity theory argued that social practice should be understood 

as tool-mediated activity. Activity itself becomes meaningful only through sociocultural 

evolution, and therefore all meaningful human activity is inherently social. According to 

Engeström, learning new practices requires expansion of existing activity, and this, in 

turn, creates conflicts between the various interacting systems of activity, as well as 

between the old and new forms of activity within a specific community. For example, 

                                                

3 Fleck, himself, used the concept of thought collective. Indeed, Brown and Duguid (2000b) note that part 

of the recent enthusiasm around the community perspective may be due to the appeal of the word 

community. They point out that there would perhaps be less enthusiasm if Lave and Wenger (1991), who 

popularized the concept of community of practice in the early 1990’s, would have used cadre or commune, 

instead of community. Fleck also used the concept of “thought style,” which was later picked up by Mary 

Douglas (1987; 1996). 
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when one activity system produces tools that mediate the activity of another activity 

system, changes in one activity system may require change in the other. 

Lave and Wenger formulated the activity-theoretic view on learning in a cultural-

anthropological context, and proposed that the focal unit of social learning should be 

understood as a community of practice. According to Lave and Wenger (1991; Wenger, 

1998), knowledge is learned by becoming a legitimate peripheral participator in a 

community of practice, and by gradually acquiring knowledge and reputation through a 

process of social interaction. Lave and Wenger also argued that learning is fundamentally 

about becoming an accepted member in the community. Expertise, identity, and 

membership in a community of practice are therefore inseparable. 

Starting from studies on socio-technical evolution,  Edward Constant (1987; 1984; 1980) 

argued that communities of practice are the loci of technological practice. According to 

Constant, communities of technological practice can consist of individuals or 

organizations. Technology usually develops through incremental improvement within an 

existing community of practitioners, but sometimes the community faces problems that 

require radical innovation. Traditions of technological practice, and the associated 

communities of practice, also rely on higher-level traditions of testability, including their 

accepted tools, procedures and values. Incremental innovation takes these boundary 

conditions as given, but sometimes radical innovation requires completely new kinds of 

systems of measurement and testing. Through such “higher-level” traditions, specific 

technological communities of practice become connected with normative engineering 

culture. In this way, according to Constant, “communities of practitioners reify the 

meaning of their tradition of practice for themselves and explain and justify that tradition 

to outsiders” (Constant, 1987:227). 

Constant also proposed that technology should be seen as a form of knowledge. 

Similarly, Knorr Cetina (1999) has proposed that scientific practices can be understood as 

“epistemic cultures” that bind together tools, knowledge, and specific knowledge 

production mechanisms. 
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The idea of communities of practice has recently attracted much interest also in the 

context of organization and innovation theory (e.g., Sawhney & Prandelli, 2000; Brown 

& Duguid, 2000a; Kuusi, 1999; Tuomi, 1999b). Brown and Duguid (1991; 2000b) 

proposed that learning and innovation in organizations occur in and between 

communities of practice. Tuomi (1999a) combined the community of practice literature, 

cultural-historical activity theory, and Nonaka and Konno’s (1998; Nonaka, Toyama, & 

Konno, 2000) model of knowledge creation “spaces” or “ba’s,” and proposed that 

organizations can be understood as “fractal communities” of interlinked systems of 

activity. 

All these theoretical proposals guide the analysis of data in the present paper. Their 

common characteristic is that they focus on community of people as a locus of 

innovation, and argue that knowledge, practice, and technological artifacts are 

interdependent parts of an evolving social system. This concept of community, therefore, 

differs from those conceptualizations that view communities as groups of people. Instead, 

community is seen here as something that does not emerge from putting together a 

sufficient number of individuals. On the contrary, individuals became persons with 

individual identities through their membership in the various communities they are 

members of. Identity, in other words, is not something that is grounded on any possible 

list of “attributes” of an individual person. Instead, it is grounded on communities, with 

their specific systems of activity and collective meaning processing.4 

                                                

4 It should be noted that the different conceptualizations of practice-related communities, presented above, 

highlight different aspects of the phenomenon. The models of community are not usually developed in any 

great detail in the extant literature, and often the concept is used in somewhat ambiguous and even 

contradictory ways. There seems, however, to be four types or aspects of community around which the 

literature revolves. We could characterize these as “communities of production,” “communities of 

interpretation, “ “communities of identification,” and “communities of appropriation.” These are, of course, 

tightly interlinked, and difficult to separate in conceptual discussions, in empirical observation, and in 

practice. In the present paper I follow Fleck and use the term “thought community” to refer to all these. 

Although “thought community” is easily understood as a purely mental phenomenon, for example as a 

scientific paradigm in Kuhn’s (1970) sense, Fleck’s discussion on such communities included detailed 
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In such a context, open source development model is not only producing software. It also 

produces the interacting system of knowing, learning, and doing that organizes the 

community and its relations with other communities. Indeed, as the empirical analysis 

below shows, the open source development model is a heterogeneous network of 

communities and technologies. A characteristic of this model is that, under suitable 

conditions, technology development can become extremely rapid. 

Actor-network theory and reduction of complexity 

To describe characteristics of the open source development model, it is useful to 

introduce some key concepts of the actor-network theory. According to actor-network 

theory, society consists of networks of heterogeneous actors, both human and non-human 

(Latour & Woolgar, 1986; Bijker & Law, 1992; Callon, Law, & Rip, 1986; Latour, 

1999).  As the actors in the network can be both human and non-human, actor network 

theorists sometimes use the term actant to refer to such actors. Society, organizations, 

agents, and machines are all effects generated through the interactions of actor-networks. 

A person, for example, can not be understood as an isolated entity; instead, he or she is 

always linked to a heterogeneous network of resources and agents that define the person 

as the specific person in question.5 Without his or her instruments, laboratory, and social 

relationships, a scientists, for example, loses his or her identity as a scientist. 

Actor-network theory originated in studies of scientific practices, but it has become a 

generic framework for understanding social phenomena. A scientific laboratory may be 

viewed as a network of test tubes, diaries, scientific publications, budgets, and 

researchers, each with their own “competences” and “resistances.” Scientific knowledge 

is produced in this network, and becomes an actor itself through new conceptualizations 

and observations recorded in journals, or, for example,  by becoming embedded in 

                                                                                                                                            

analysis of interdependencies between technologies, interpretations, identities, knowledge production, and 

their historical co-evolution. 

5 In this sense, also the intensional networks studied by Nardi, Whittaker, and Schwartz (2000) can be 

viewed as examples of actor networks. 
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scientific instruments and software code. A similar process underlies also evolution of 

other social institutions. Families, organizations, computing systems, the economy, and 

technology can all be similarly pictured (Law, 1992:381). 

A key concept in actor-network theory is “translation.” The total system of actors in the 

full social network is extremely complicated. Reduction of this complexity is therefore a 

necessary requirement for practical action. Translation means a process where 

complicated sub-networks become represented by actants, and by which the complex 

underlying structure becomes a “black box” for practical purposes. For example, 

sometimes we can talk about “the British Government” without having to know what are 

its exact processes and who are the people that constitute it. Similarly, an organization 

can be represented by a single individual, and a complex system of accounting 

procedures can be represented by a software package. 

Translation means that complex sub-networks become “punctualized,” and start acting 

like a unified entity, from the point of view of those actors who interact with the sub-

network. At the same time such translated sub-networks become resources. For example, 

an existing scientific instrument can be used without considering all those processes, 

knowledge, and other resources that are required to manufacture it. Translation therefore 

means that complex networks can be taken for granted. But at the same time it means that 

the point of translation also becomes a locus of power and control. The effects produced 

by the translated sub-network become resources that can be located and controlled. 

Through this process of translation the punctualized network can be represented as if it 

were owned by the actor who manages the translation. 

According to actor-network theory, the ongoing processes of translation are key sources 

of social order. Translation generates ordering effects, such as organizations, institutions, 

devices, and agents. Each of these have their own resistances, and social change therefore 

is very much about a struggle of reorganizing the resources and relations in the actor-

network. In this process, resistances are anticipated and various strategies are deployed to 

overcome them. There is a continuous threat that existing order breaks down, and the fact 
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that order exists indicates that—at least in some pragmatic sense—strategies and 

translation processes work and form a relatively stable system.6 

Evolution of Linux development resources 

At this point we have two complementary proposals for understanding evolution of socio-

technical systems. The community-based view argued that knowledge, technology, and 

learning occurs in practice-related communities, and that practices are embedded in 

material and technological artifacts. In such a context, learning both socializes 

community members, as Lave and Wenger noted, and creates new forms of activity and 

new products, as Engeström argued.  Actor-network theory, in contrast, argued that 

human and non-human actors are symmetrical, and that they can often be replaced with 

each others. The key idea was that the complexity of sub-networks can be reduced by 

translation, which makes one actant able to stand for a whole sub-network. 

Putting these two perspectives together shows how both these approaches can be refined 

and used to describe evolution of socio-technical systems, such as the Linux kernel. The 

tools used in social practice are translations of complex sub-networks that produce the 

tool, while simultaneously producing themselves as carriers of knowledge and related 

practices. As long as technology doesn’t break down, its users can use technology as a 

tool. Such an object is effectively a black-box that mediates user’s activity, without 

requiring the user to consider all the complex relationships that actually are hidden inside 

the system that makes the tool an object. For example, as long as everything works fine, a 

computer user doesn’t have to know about electrical or digital design, or program 

                                                

6 Niklas Luhmann (1995) based his theory of social systems on a related idea. According to Luhmann, both 

meaning and social order emerge because complexity needs to be reduced. Meaning and social are, 

therefore, built from “black-boxes” that reduce contingency in a potentially extremely complex world. 

Meaning, for example, can be defined as order that emerges when one actual interpretation becomes 

selected from many possible “latent” interpretations in the cognitive process. The underlying order that 

makes the world a “meaningful” world is a network of meaning relations that provide the basis of 

interpreting the world. Similarly, the specific order that makes fundamentally contingent communicative 

interaction understandable is what we can define as “social” (c.f., Tuomi, 1999a). 
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architectures, any more than he or she needs to know how these things are developed and 

produced in practice, or where to find the experts that do know what is inside the box. 

In this process of “black-boxing” sub-networks, translation processes do not only hide 

complexity of material components. Black-boxing also hides social networks and 

discourses. However, there are several different ways by which translation can be 

accomplished. If the black-box is represented through a material artifact, the black-box 

can be viewed as a “tool.” If it is represented by a human, the black-box can be viewed as 

an “organization.” If the translation process produces a mental product, the encapsulated 

network can be viewed as a “concept.” 

We can illustrate this point by a simple outline of the history of the development of the 

Linux operating system. 

Histories of Linux usually tell us that Linux was born when Linus Torvalds developed 

and distributed the first version of it, in 1991. In many ways, Linux, of course, is still 

work under progress, and constantly refined. But it also didn’t emerge from vacuum. The 

possibility of Linux was based on many earlier developments. Linux development 

process, for example, relied heavily on the existence of the Unix operating system, 

especially its BSD and Minix variants, newsgroups and listservers on the Internet, the 

GNU c-compiler and its libraries, and the GNU General Public License. Before Linux 

development started as a collaborative effort, many technology and knowledge creation 

communities had already been translated as resources for it. 

Some critical actors that were used to produce resources for the Linux development 

community are show in Figure 1. Some of these actors are communities that can be 

described as “organizations” or “social networks,” others are material tools and 

conceptualizations produced by communities. For example, in the early phase of the 

development of packet-switched computer communication protocols the relatively 

informal Network Working Group (NWG) discussed potential uses of computer networks 

and developed the first specifications for the host-to-host protocols. The results of these 

discussions were later documented in Request for Comments (RFCs), which were first 

distributed in paper format, and later using the Arpanet itself (Braden, Reynolds, et al., 
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1999). The Request for Comment –mechanism played a similar role in the development 

of Arpanet and Internet as source code in open source projects (Bradner, 1999; Naughton, 

2000; Abbate, 1999). 

Figure 1 shows that there were several important communities that produced resources 

that  made it possible to start Linux development. It is impossible to discuss in detail the 

nature of these communities in this context. 7 To highlight the different types of actors in 

Figure 1, one can however note that they include organizational actors, such as ARPA / 

IPTO, i.e., ARPA’s Information Processing Technologies Office which concentrated both 

visionary leaders and money; technological artifacts, such as ARPANET that was 

instrumental in the development of concepts and tools for distributed collaboration; and 

conceptual artifacts such TCP/IP protocol definitions that were documented in Request 

for Comments documents. The only business organization that is shown in the figure is 

Bolt, Beranek and Newman (BBN), the firm that developed the interface message 

processors for the ARPANET under a contract from ARPA / IPTO. Whereas some other 

organizational actors were business firms, they mainly acted as passive structures that 

were appropriated by the actual actors, for example, by the developers of Unix in AT&T 

Bell Labs. 

                                                

7 An interested reader can find details of the different communities from Abbate (1999) and Naughton 

(2000). 
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Figure 1. Key resource producing actors in early Linux development. 

Although Figure 1 may give an impression of causality and inevitable succession of 

events, the evolution of the actor-network, of course, was not directed by any anticipation 

of the future success of Linux. Change in such a network should be viewed as a gradual 

movement of its different actants. The direction of evolution in such a system happens in 

directions where movement is fastest. Therefore, there is usually more than one way the 

aggregate network develops. For example, the resources shown in the figure did not only 

act as resources for Linux developers, but for many other Internet-enabled communities 

as well. 

Growth of Linux 

This brief theoretical discussion now enables us to describe the evolution of Linux and its 

developer community. When the development of Linux source code started in 1991, the 

existing resources enabled very rapid growth. This growth is still going on, as can be seen 

in Figure 2. The core operating system, Linux kernel, has been expanding almost 

exponentially. This is rather remarkable as a high-quality operating system kernel 

requires that the code is optimized for speed and as the collaborative development mode 

means that there is a strong priority of producing as simple source code as possible. The 

growth of source code, therefore, is not generated by adding new features to the kernel in 
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a random fashion. Instead, as will be shown below, the growth comes from a highly 

organized expansion of the kernel. 
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Figure 2. Growth of the Linux kernel. 

 

Linux developer community 

From the very early history of Linux, its development process has been collaborative. A 

special characteristic of this collaboration has been that it has almost completely relied on 

Internet-based tools. In contrast to many arguments that effective virtual collaboration 

requires existing social interactions, the Linux developer community has been almost 

completely virtual. Furthermore, it started as a virtual community. As a result, the 

community was able to attract members who were geographically distant.8 This can be 

                                                

8 Raymond and others have argued that open source is based on post-scarcity economy and abundance of 

resources. The evolution of the Linux development community shows, however, that this is not the whole 
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seen from Figure 3. The figure shows the distribution of key Linux developers in 

different countries, per million inhabitants. The data is based on analyzing the first 

CREDITS –file that recorded key authors in 1994.9 
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Figure 3. Early key developers in different countries. 

Sedimentation of source code 

In the early years of Linux development, its source code was mainly used as a platform 

for further development of the code itself. When Linux started to be a viable operating 

system, it became used by people who can be characterized as “end-users.” For such end-

                                                                                                                                            

story. For example, according to Torvalds an important reason to distribute Linux through Internet was the 

scarcity of development resources in the Helsinki University (personal communication, September, 2000). 

In this sense, the early phases of Linux development were very similar to the early phases of the 

WorldWideWeb (Berners-Lee & Fischetti, 1999). As Castells (2001) has noted, resource scarcity also 

promotes adoption of open source in countries where resources are limited. 

9 I have described the history of Linux and its developer community in detail in a forthcoming book 

(Tuomi, 2001). 
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users, Linux was not a complex system of interacting source code modules and 

programming tools. Instead, Linux became a resource. Furthermore, Linux distributors 

bundled the operating system kernel with applications and utility programs, and effective 

distribution required efficient management of software configurations. This created a 

tension in the Linux development model. For some user-developers Linux was a system 

where new components were frequently added and which provided interesting 

opportunities to make novel and high-impact contributions. For such users, Linux 

remained a complex and evolving network of software modules, function calls, and 

software procedures. For others, this flexibility was a problem. Continuous change 

intervened with the translation processes and made it difficult to use Linux as a resource. 

As a result of this tension between end-users and developers, the development of Linux 

has been split into two development paths. One path is a “stable” path, where only 

essential changes are introduced. The other path is a “development” path, with 

continuous integration of new and useful code components. The branching of source code 

paths can be seen in Figure 2, and in more detail in Figure 4. This process is interesting as 

it shows how fundamentally the same product can be translated into a resource and 

simultaneously keep evolving as a network. The need to translate Linux code into a 

resource for other communities produces a “sedimented” or “black-boxed” version of the 

code. In the terminology of actor-network theory, such forking of the development paths 

to create a black-box version of the system is a translation strategy that reduces the 

struggles between end-users and developers. In the stable path, the translation process 

itself can remain unchanged until a radically new version is produced and becomes the 

current resource. 

Sedimentation is a good name for this phenomenon as typically several layers of 

sediments become formed during the evolution of a system. Such sediments, however, do 

not necessarily remain stable. The modularization of Linux code generates and ecology 

of development communities (Tuomi, 2001). Each new community articulates its 

resources and at the same time creates new tensions in the underlying networks. 

Eventually, these tensions may deform and break the existing structures. 
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Cultural-historical activity theory argued that human activity is always intentional and 

oriented towards an “object of activity” (Leont'ev, 1978; Stetsenko, 1995; Gal'perin, 

1992). According to Leont’ev, such an object can be understood as the motive of activity. 

Leont’ev developed a model of human activity which was based on three levels of 

analysis: meaningful productive activity, its decomposition into goal-oriented actions, 

and further into operations that implement actions within a specific context. Leont’ev’s 

analysis of the development of activity in sociocultural evolution showed that there is a 

constant movement between the different levels in this analytical hierarchy. For example, 

goals can easily become motives. Whereas a group of hunters may understand the 

manufacturing of their hunting tools as goal-oriented action within the context of hunting 

activity, when social division of labor creates a community of tool manufacturers, for this 

community tool manufacturing becomes the object of their activity. Motives, community 

structure, productive processes, and resources used in these productive processes are 

therefore interdependent and dynamically changing. 

In the context of Linux development, such movement of motives is clearly visible. In the 

early phases of the development, the object of activity was the Linux kernel itself. When 

Linux was robust enough so that it could be appropriated for application development, it 

became a tool for application development communities. Finally, when Linux became 

used as an operating system to run applications, a full GNU/Linux distribution become a 

tool that was combined with hardware and closed into a box. 

Whereas Linux kernel developers need relatively open access to the Linux source code, 

and application developers may greatly benefit from such open access, for end-users it is 

relevant mainly in those cases where the black-box breaks down and reveals its true 

nature as a complex system of actors in a network. The proposed “superiority” of the 

open source model, therefore, to a large extent reflects the fact that computer systems 

often do break down. The value of open source approach is, however, greatly reduced if 

the end-users do not have enough competences to diagnose the sub-network that becomes 

visible when the translation stops. The relatively good scalability of the open source 

model, therefore, seems to result from the fact that it also facilitates competence 

development. More generally, transparency of the underlying system makes it possible 



 18

for the end users to mobilize all resources and competences they have available to solve 

the problem at hand, including those that no-one had thought before. The specific “style” 

in which open source systems break down therefore promotes effective use of problem 

solving resources, at the same time facilitating development of competences that can be 

used in solving similar problems in the future. 
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Figure 4. Resource and object development paths. 

To extend the metaphor of sedimentation: open source implies that layers which become 

sedimented remain soft. If there is a problem, it is relatively easy to dig one’s way 

through the module interfaces to see where the problem is and how it can be corrected. 

Structural evolution of the Linux architecture 

As was noted above, for its developers a computer operating system is a complex 

network of modules. In the course of the evolution of the system, functionality of the 

system becomes abstracted,  and a homogenous mass of computer code gets divided into 
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relatively loosely coupled components that interact with each other in relatively well 

defined ways. Indeed, modularization is commonly seen as a key to effective software 

development. The system under design is decomposed into some natural components, 

which can then be implemented by programmers. Often each module is assigned a team 

of programmers who are responsible for developing and maintaining the module. 

In the evolution of Linux, software architecture and the organization of its developer 

community are not based on a given conception or design of the system. Instead of purely 

functional considerations, the Linux architecture reflects fundamental social problems of 

coordinating and mobilizing resources. Although both the existing abstractions for the 

Unix architecture and the existing microprocessor hardware architectures constrain the 

way the developer community can effectively be organized, the Linux architecture 

reflects also to a considerable extent requirements of collaborative development. 

One way to observe the internal network of actors in Linux development is to study the 

modularization of Linux source code. The basic heuristic in modularization is to put in 

one “place” source code that can be developed as an independent entity. In the case of 

Linux, the place is a file directory that stores a file or a group of closely related files. 

Although there are exceptions, and a close mapping between modules and directories 

sometimes breaks down, as a first approximation it is possible to study the evolution of 

Linux architecture by studying the evolution of these directories.10 

The size of files in the different Linux kernel directories for two kernel releases are 

shown in Figure 5. As the figure shows, in the course of Linux development new 

modules are added, some old modules are removed, and the speed of growth varies 

considerably between the different modules. The developers of Linux need to know what 

these directories contain, and which of them are important for the developer’s present 

activity. 

                                                

10 The following discussion is based on a comparative study of documented Linux and Unix architectures, 

concrete architectures generated by automatic architecture extractors, and detailed studies on the evolution 

of the kernel source code files (Tuomi, 2001). 
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A source code module often acts as a punctualized resource. One does not need to know 

the exact implementation details to develop code that interacts with a given module. The 

module defines an interface that can be used to interlink with the module. This interface 

translates the technical system and the community that develops and maintains it, so that 

it becomes a resource for another community. A standard procedure—often implemented 

as an “interface”—is used to access the services provided by the resource. As long as the 

protocol for using the resource and the service associated with it are not changed, the 

users of the interface don’t have to know the internal details of the technological artifact 

or the organization of its production network. 

Distribution of code in two recent releases
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Figure 5. Creative destruction in the Linux kernel. 

According to Schumpeter (1975), innovation produces creative destruction. The 

fundamental characteristic of the capitalistic socio-economic system is that resources are 

dynamically moved from old uses to new ones. Opportunities are materialized in an 

entrepreneurial process, and the speed of innovation depends on the speed of moving 

resources from old activities to new ones. Figure 5 shows that such a process also occurs 

at the level of technological artifacts. Some modules disappear in the course of the 

evolution, and their developers move to new activities. 
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A closer analysis of this process reveals, however, that Linux has several qualitatively 

different “regions of innovation.” A similar process of sedimentation that was seen on the 

level of Linux kernel can also be seen inside the kernel. The end-users want to use Linux 

as a resource without the need to consider the complex network of its various modules 

that were reflected in Figure 5. Similarly, the developers of Linux kernel need to simplify 

the complexity of the development network. Specifically, almost all module developers 

rely on some key components of the system. The translation processes for these key 

components have to translate the underlying sub-networks simultaneously for many 

different actors. This is accomplished by sedimenting the resource. In other words, the 

potential problems of maintaining a complex network of changing translation processes is 

solved by standardization of the translation process and by stopping development that 

could break the black-box. This can be seen in Figure 6. The figure shows the change in 

code size in the components of the core Linux kernel. This “hard core” encapsulates the 

nucleus of Linux kernel so that Linux developers can continue working on other parts of 

the system. 

The fact that development in these core components slowed down very quickly in the 

evolution of Linux indicates how difficult it is to provide multi-faceted translation 

interfaces. One might read Figure 6 as showing that when several different actors 

approach a sub-network each from their own perspective, no common abstraction is good 

enough. In other words, there is no generic packaging for changing black boxes. Instead, 

the code has to be frozen as a concrete technical artifact. 
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Growth of core kernel
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Figure 6. Rapid stabilization of core components. 

The “core” of Linux kernel in Figure 6 is defined as those components that have 

stabilized in the early phases of the development process. This conceptualization means 

that there is no predetermined categorization of the components, for example, based on 

theoretical understanding of what are the “foundational” layers of a typical Unix 

operating system architecture. Instead, the “foundational” components are defined as 

those components that provide a foundation. The fact that these components acquire this 

role depends very much on the fact that the translation of the foundation has to address 

the needs of several actors. In this sense, foundational components of the structure are its 

“institutional” components. 

In the Linux architecture, institutional innovation seems to be rare, and the slow change 

in the source code seems to be related to the problems of translation. Some other parts of 

the Linux architecture, however, grow very rapidly. Such rapidly growing components 

are shown in Figure 7. 

The most rapidly growing part of the Linux architecture is a set of device drivers. When 

new hardware is introduced, Linux developers very quickly integrate it with the Linux 

operating system. Indeed, Linux development is to a large extent organized as “projects” 
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that focus on adapting specific hardware products into the Linux actor-network by 

“gluing” them to the system with software. Linux, therefore, can be viewed as an actor 

that quickly appropriates new technological elements and turns them into resources for 

the Linux user community. This is also probably the main difference between 

conventional software projects and the Linux development project. Linux is clearly an 

ecology of socio-technical development, not a project that implements a predefined plan. 

Growth of architecture dependent and extensible modules
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Figure 7. Continuous development in the periphery. 

Proliferation of resources and actants 

In the course of Linux evolution, many new translation mechanisms have been invented. 

Linux is an exceptionally interesting case of such proliferation of translation mechanisms 

as Linux software developers are able to create technical solutions to the problems of 

translation. In this sense, the Linux community is not only a Linux developer community, 

but also a tool-developing community. Indeed, one could argue that this is one of the 

reasons why Linux development has been rapid. The boundaries between Linux 
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development activity and Linux tool development activities can be crossed rapidly and 

without great effort. 

This strength of Linux development model has been inherited from the Unix culture. 

Unix was developed with the idea that it would be a set of tools that can be easily 

combined and reused as components of new tools. The Linux developer community, 

therefore, should not only be viewed as a community that develops the Linux kernel. The 

success of its development model is critically dependent on resources that it appropriates 

and develops for the various tasks of the community. 

This ecology of resources is a complex one, and a main challenge in becoming a 

competent Linux developer is to learn how to use these resources. Some of the resources 

can be characterized as organizational or community resources, others can be viewed as 

technological artifacts or tools, and as information resources. 

Open source literature has very much emphasized the capability of open source projects 

to produce reliable and bug-free software, and argued that this is the key difference 

between open source projects and traditional software development projects. Some 

important resources used in the Linux bug-removal process are shown in Table 1. The 

table categorizes the resources as information resources, tools, and communities. 

Information resources are texts that can be used to learn what the community is doing, 

what its practices are, and what are the resources available for it. Tools are resources used 

in the actual bug-removal practices. Community resources are used keep the community 

alive and coordinate its activities. As the table shows, one technological artifact can have 

multiple roles in this ecology. For example, the JitterBug system is a web-based database 

which shows what bugs are known to the community and whether someone is doing 

something to correct a bug. JitterBug acts as an information resource by allowing people 

to find out what bugs are known, and as a community resource by coordinating the work 

needed to solve the problem. 

The main actants in the bug removal process are shown in the table below. These actants 

can be viewed as resources that translate the underlying sub-networks. 
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processing phase   information resource tool community 
resource 

detect 
compiled code 
documentation 

man LDP 

characterize 

source code 
linux-kernel list FAQ 
JitterBug 
oops-tracing.txt 
Kernel Traffic 
LDP 
project-specific sites 
linux-kernel archives 
README files 
log files 
bug reporting form 

editor 
gcc 
make 
gdb 
ksymoops 
IRC 
computer configuration 

 

linux-kernel list 
JitterBug 
personal email 
IRC channels 
kernel-newsflash 
LDP 
project-specific lists 
 

de
bu

gg
in

g 

remove 
source code editor 

gcc 
make 

 

  

test 

patch 
MAINTAINERS file 

diff 
gcc 
make 
editor 
ftp 

personal email 
linux-kernel list 

distribute 

patch 
MAINTAINERS file 

gzip 
tar 
email 
ftp 

linux-kernel list 
JitterBug 

integrate 

patch 
release 
 

CVS 
vger 
package managers 
 

Maintainers 
vger 

Table 1. Actors in the Linux bug removal process. 

In the evolution of complex system of resources and communities, social organization 

and tools co-evolve. New technological artifacts are created by groups of people who 

organize their work around the development of the artifact. A new artifact, therefore, 

creates a new community in the context of the originating community. This process leads 

to increasing differentiation in the social system. 

At the same time resources that are produced outside the focal community are 

appropriated by the community. For example, the c-language compiler produced by the 

GNU gcc community is generated outside the Linux development community. The gcc 

compiler is, however, a critical resource for the Linux community (Torvalds, 1999). If the 
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compiler would become unavailable, it is probable that Linux development would 

become impossible. 

The GNU General Public License obviously plays an important role here. It guarantees 

that the GNU gcc compiler can be appropriated by the Linux community as a core 

resource in the development. By relying on the institution of copyright, open source 

licenses provide an institutional basis for reducing risk and building knowledge based 

trust (Lewicki & Bunker, 1996). Without open source license, it would be very risky to 

build a system that so critically depends on a resource that is produced outside the 

community. 

Indeed, open source licenses themselves can be seen as standardized translations which 

simultaneously provide multifaceted interfaces for many different actors. In very concrete 

terms, you don’t have to negotiate licenses for open source: the license creates a universal 

standard interface that links the system to potential developers and users. This 

standardized interface limits the increase in complexity when new communities and 

actors start to use translated resources in their own activities. 

By using the institutional basis of intellectual property rights to create a multifaceted 

translation interface, open source, however, also interfaces the system to the economic 

domain in a very specific way. An open source license makes the evolution of the system 

indifferent to economic values, as they have been conventionally understood. Although 

money may constrain open source development, open source licenses can often be read as 

statements that the real action is somewhere else than in the economic domain, and that 

money is an irrelevant measure of value in open source projects. In open source, 

economy, in other words, is an externality. 

Discussion 

Two complementary approaches to innovation and socio-technical change have been 

used above to interpret the evolution of Linux operating system kernel. First we argued 

that knowledge is located and develops in communities that are organized around 

practices. Knowledge is tightly linked to technologies used in these practices, and to the 

system of meanings which the community uses to communicate and make sense of the 
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world. This “community-centric” view has earlier been used to discuss creation of 

meaning and knowledge by Bakhtin and by Fleck, and more recently to describe  social 

learning, by Schön and by Engeström, and more specifically, socialization to existing 

traditions and practices by Lave and Wenger and others. Actor-network theory, in turn, 

has been used to describe the evolution of socio-technical systems, often focusing on the 

struggles and strategies of appropriating and creating power in the network. 

The present paper puts these approaches in a context of an ecology of communities and a 

modular technical architecture. Specifically, we have tried to show how the changes and 

dynamics of technological architectures reflect tensions that are created in developing the 

system in question. We have put actor networks inside communities of practice, and 

briefly described how communities become actors in a network of communities. 

We have therefore also changed the way actor-networks and communities of practice 

have often been interpreted. The theory of actor-networks has the problem that it 

potentially makes humans and non-humans too symmetrical. It is as if machines, tools, 

and technologies would have their own motives and will in the same way as humans. 

This assumption, of course, would require careful discussion on the nature of motives, 

and here activity theory can bring useful insights (Miettinen, 1999). Such discussion, 

however, leads to a view that sees motives as grounded to social practice, division of 

labor, and tool mediated activity. The locus of activity can then be found in a community 

that organizes itself around the specific practice in question. By arguing that communities 

are special and fundamental types of actors in an actor-network we can describe what 

makes the evolution of actor-networks possible and how such evolution occurs. 

On the other hand, by utilizing the concepts of translation, punctualization, and resource 

as described in the actor-network theory, we can better understand the evolution of 

practices and communities. This is important for understanding technological change, as 

new technologies are always appropriated by integrating them into social practice. 

Indeed, one can argue that innovation occurs only when social practice changes. Often 

such change results from appropriation of a new tool, which reorganizes the practices of a 

community. The key to innovation, therefore, is in those social communication and 
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learning processes that underlie change in social practices. The accumulated learnings, 

however, also become partly embedded and sedimented into the architecture of the 

technological artifact that is developed in the process. 

Social practices, however, are interlinked in the ecology of communities. Resources and 

tools that are used in a given practice are produced in other practices. It is not always 

possible to change social practice without breaking those translations processes that make 

a community a resource to other actors. Change is difficult especially when the same 

translation process is used by several actors. As the evolution of Linux shows, one way to 

solve this problem is to sediment resources, institutionalize practices, and stop 

innovating. 

The history of Linux, however, also shows that effective translation mechanisms can lead 

to rapid growth. The problem of managing interfaces between modules has lead to 

relatively standardized ways of building and using interfaces. This, in turn, means that 

modules can easily be added to the system. Furthermore, these standardized translation 

mechanisms mean that modules can be relatively easily used by different actors even 

when the modules change. 

Linux is therefore in many ways open to combinatorial innovation. Standardized 

interfaces and translation processes generate smooth module boundaries and facilitate 

rapid recombination. The source code itself can be sometimes reused, but more 

importantly, the learning that is represented in the source code can be reapplied in 

different contexts without major problems. As a result, the various communities that 

develop the different parts of the Linux kernel become very mobile. In this way, the 

solution to the problem of translation leads to an ecology of communities that can readily 

reconfigure its resources. 

In the Linux development, the Schumpeterian creative destruction destroys pieces of 

code, but competence and experience are reorganized with little waste. In this sense, one 

could argue that the Linux development model and the Silicon Valley innovation model 

(Kenney, 2000) have similar characteristics. As motives and values emerge and become 

articulated within specific social contexts, one could expect that the cultures of Silicon 
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Valley and Linux development communities are relatively easy to integrate without 

major conflicts. The main difference, of course, is that Silicon Valley has a venture 

capital driven entrepreneurial culture, whereas the economic sphere has been relatively 

invisible in the Linux development. This tension is actively being managed by the Open 

Source Initiative (c.f. Raymond, 1999). Indeed, the Open Source Initiative can be seen as 

one more organizational form or a community that springs up in the evolution of Linux to 

repair social damage that is created when these two relatively similar cultures collide and 

create conflicts in the developer community. 

As the analysis of the evolution of Linux shows, rapid growth requires that the core is 

institutionalized and that some of the translation processes are taken for granted. In this 

model, innovation happens in periphery. It is interesting that such peripheries are 

conventionally described as frontiers. We could ask, however, whether—and in what 

sense—progress results from moving the boundaries of periphery, or whether this simply 

is one strategy to reduce change in the core. 
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