Open Source Methodologies and Mission Critical Software
Development

Michael P. Voightmann
Massachusetts Institute of Technology
vmann@mit.edu

Abstract

Reliable, robust software is vital to every
successful space mission. This is particularly
true with the large risks, complexities and costs
involved. Now more than ever, mission software
must be well planned, heavily tested and
thoroughly debugged. At the same time,
priceless expertise is lost every year, and has
proven to be difficult to recoup. We believe
taking a look at open source software (OSS)
methodologies may provide insight into
improving the development of critical software.

Three key areas of success in open source
software that are directly applicable to mission
software, are: (1) broad peer review, (2) code
releases early and often, and (3) an excellent
training ground. The open source movement has
shown that a large group of dispersed
developers can create large, reliable systems.
The key methods that propel the open source
movement can be applied to improving mission
critical software.

1. Introduction

There is a huge responsibility and need to
produce “ultra-reliable” software. But this goal
is in direct conflict with the increasing
complexity, size, longevity, and cost of software
[26]. This trend doesn’t appear to be slowing
down. In response to the increasing costs and
complexity, organizations are attempting to reuse
large amounts of software. This can have
disastrous effects, as seen by the Ariane accident.
Improvements in the maintenance of critical
software could reap great benefits. The ability to
quickly (and cheaply) correct and/or enhance
code is vital to the current mission as well as the
others to come. One approach to this problem
may be to borrow ideas from those who do
maintenance well, open source software (OSS)
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developers. OSS is based on the idea that “more
heads are better than one” or as Lawrence Lessig
put it, “Many tiny brushstrokes of thousands,
paints more and more powerfully than the blast
of even the most important and powerful
papers... [12].”

In this paper, we will briefly discuss the
challenge of creating mission critical software.
We will then give a description of OSS
development. We will look at the possible
benefits open source development can provide,
as well as point out possible shortcomings.
Finally, we will discuss how key open source
methodologies can improve mission critical
software.

2. Mission Critical Software

Mission critical software must perform
flawlessly. A number of approaches have been
made to ensure that this software runs smoothly.
Key approaches include: adding levels of
redundancy, following rigid guidelines, applying
formal methods, fault detection, and an extensive
amount of testing. Beyond the initial project,
software is often reused and thus, it must be
ensured to work perfectly in this new setting as
well. A study done by Case Associates showed
that between 50 to 70 percent of a software
engineer’s time is spent making changes to
mission-critical software. [20] This maintenance
work plays a major role in the duties of every
software engineer. “Software maintenance is the
most time consuming and resource consuming
part of the whole software development
process.” [26] “Today’s maintenance efforts can
best be described as system-replacement
projects, in which organizations migrate or
replace existing software functions rather than
build them from scratch. Most of the
maintenance programmer’s time is spent figuring



out legacy code, defining what the current
system does, where, and how.” [20]

The maintenance problem is much larger for
critical systems though. Software maintenance
must be much more thorough, much more
complete than the normal system, because of the
high risks involved. There is much more to lose:
with human lives on the line, a much greater
amount of money, or particularly valuable
information. The bugs that routinely pop up in a
web browser or an operating system can not be
allowed to happen in a critical system.

Software has often been seen as a system
‘component’ to be verified individually. Many
now seen that “software” cannot be listed as one
of the subsystems. Software holds together and
interacts with every ‘mechanical’ component.
“Software allows almost unlimited complexity in
component interactions and coupling compared
to the physical constraints imposed by the
mechanical linkages replaced by computers.”
[13]

Attempting to liken hardware systems to
software systems has caused problems for
testing. When measuring reliability in hardware,
an ultrahigh reliability has historically been seen
as a probability of failure on the order of 10-7 to
10-9 for 1- to 10-h missions. But software does
not physically fail as hardware does; software is
either correct or incorrect with respect to its
specification. [6] Software ‘failures’ that lead to
an accident are usually a complex combination
of equipment failure, faulty maintenance,
instrumentation and control problems,
management errors, design errors, and operator
errors. [24]

More problems arise when attempting to
validate mission critical software.

In particular, software may be highly reliable
and correct and still be unsafe when: the
software correctly implements its requirements
but the specified behavior is unsafe from a
system perspective; the requirements do not
specify some particular behavior required for the
safety of the system; the requirements are
incomplete; or the software has unintended (and
unsafe) behavior beyond what is specified in the
requirements. [13]

Mission critical software must be thoroughly
examined. Difficulties arise when trying to
determine when enough testing has been done.
At least half the resources in software
development today are devoted to testing. For
safety critical systems, much of this testing is
used to build confidence that the software is safe.
Unfortunately, the confidence achieved this way
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is limited. We are able to test only a small
fraction of the enormous state space. [13]

The problems that must be faced in creating
mission critical software have now been shown.
Rather than using the methods currently in use
for overcoming these difficulties, we believe a
higher level approach may be advantageous. We
propose that using ideas from the open source
movement could reap benefits at the
organizational level. Let’s look at what the open
source community can add to mission critical
software.

3. Open Source Movement

The open source movement has produced
robust office suites, operating systems,
commercial grade database systems, not too
mention the most popular web server, Apache.
GNU/Linux is currently the fastest growing
operating system [21]. “Open source has played
a fundamental role in the development of the
Internet by contributing to such remarkable
software as TCP/IP, BIND, Sendmail, Linux,
and Apache [10].”

3.1 Benefits

There are a large number of benefits to using
open source methodologies, which could
dramatically improve mission critical software.
OSS promotes shared expertise, as anyone can
learn from what “specialists” did. Many open
products have proven to be reliable, portable, and
scalable, attributes every product seeks to attain.
The open source approach is often attributed
with creating software with “shallow bugs.”
This may seem obvious; a large number of
programmers sifting through code will find more
bugs than a small group. Some argue that a
small group of specialists can locate bugs better
than many non-specialists. The following is an
excerpt from “Open Internet Wiretapping”:

It is difficult to overstate the value of the kind of
widespread review that open source can provide
for security-critical systems. Even intense
review by small teams of experts often misses
small but serious bugs that turn out to have
severe security implications. For example, it
was only review by the open research
community that found several protocol failures
in the National Security Agency’s “Clipper” key
escrow system, in spite of internal reviews by the
Agency [5].



This is an example of a key benefit of the
open source paradigm, peer review. In every
engineering field, peer review is the cornerstone
to furthering ideas, yet software source code is
rarely reviewed, objectively, on the level OS
code is reviewed. The importance of peer
review can’t be underestimated. As one visible
example, Amazon.com began as one of many
online booksellers, but their peer book review
service helped them to become a dominant
online marketplace. The situation was similarly
true for the gain in popularity of Google.com.
Their search engine ranks websites based off the
popularity of the website (how frequently it has
been linked to by others). This feedback from a
large community is very useful in making
decisions.

Another reason OSS has “shallow bugs” is
the idea of “releasing early and often.”
Whenever changes have been made to the
project, this new version is released for others to
look through and test. This allows for bugs to be
found immediately, rather than at the end of the
development process. Debugging takes place in
parallel with development. This is of great
importance, particularly since bugs found early
are “cheap” to fix, relative to those found late in
the process.

OSS can also have an effect on education.
Evaluating other’s code as well as having them
evaluate one’s own leads to great advances in
skill. Knowing your code will be seen by many
people, particularly peers, tends to lead to better
coding habits. Releasing the code for anyone to
peruse puts education at the forefront. Open
source projects have provided a library full of
source code, from real world reliable systems,
that any student can learn from.

3.2 Shortcomings

There are a few questions that need to be
answered before an organization can jump in and
support OSS. Are there any guarantees that the
project will ever be completed? That a particular
bug will be fixed? Is the software secure?
Robust? Safe? In general, can an OS project be
mission critical?

Many of these questions can be answered
directly by citing examples. Apache, Linux, and
Kerberos have shown that secure open source
projects can be successful. Developers have
created robust, reliable systems that fit the needs
of many individuals and organizations. The
question of whether the project will be
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completed can be asked of any project. It would
never be wise to blindly use a product. Before
you commit to any product, you’d have to take
into account how active the developers are in
fixing reported bugs, commercial or open source.
The main difference is that individuals can
contribute to fixing OSS bugs, rather than wait
for the next version of a commercial product.

4. Possible improvements

In general, OSS methodologies can improve
critical software, largely through peer review,
releasing early and often, and education. Even
for organizations that don’t wish to or cannot
give source code to general public, these
suggestions can be useful.

1. All code should be viewable, by anyone in the
company or at least expanded to those not
necessarily connected to the project. Right now,
code repositories are common, mainly for a
project, group, or a couple of groups, but
expanding the availability of the source code is
important. It is not at all unlikely that an
individual in a different group can give an
insight not available in the current group. This
also could help greatly curb redundant code.

2. Perhaps an hour a day, developers can read
code from other projects, and send contributions
to those projects, such as design suggestions,
style suggestions, bug reports, or comments in
general. Right now, I believe it is rare that
developers look at others code, unless they need
to fix a part of it. If developers are encouraged
to look at others code (and given time to), overall
improvements will be seen.

3. A practice that seems to be somewhat
common is to have a developer work on a few
projects simultaneously. This does help relieve
stagnation and molds a “better average
programmer.” Implementing open source
methodologies could take this idea another step
forward. A developer can be a key contributor to
a small number of projects, as well as an
occasional contributor to a larger number of
projects. The company and developer will see
gains by widening the “average toolset.”

While coding remains an essentially solitary
activity, the really great hacks come from
harnessing the attention and brainpower of entire
communities. The developer who uses only his
or her own brain in a closed project is going to



fall behind the developer who knows how to
create an open, evolutionary context in which
feedback, exploring the design space, code
contributions, bug-spotting, and other
improvements come from hundreds (perhaps
thousands) of people. [19]

4. Greenspun mentions in Internet Application
Workbook that most programmers suffer from
profound deficits in: thinking critically about
what the computer application should do, writing
down a design, writing down an implementation
plan, documenting important features/design
decisions, clean modular design, exercising good
judgement, communicating project status [1].

An open environment can begin to help correct
these deficiencies quickly, as bad habits are

difficult to conceal when the source code is open.

5. Conclusion

We have seen that maintenance is a crucial
part of creating successful mission critical
software. It is also the costliest part of the
development process. But perhaps maintenance
shouldn’t be looked at as the expensive phase at
the end of the development process. Perhaps
maintenance should be thought of as being a
vital part of every phase. OSS does this by
debugging the source code in parallel with the
development process.

“Successful maintenance requires two things:
ability to make changes easily and an in depth
understanding of the software’s structure and
behavior [25].” OSS succeeds in both regards,
because 1) its projects source code is open to
anyone; 2) insight is accepted from experienced
programmers as well as first time contributors;
3) source code is released frequently to minimize
“bug damage” and 4) open source developers
form a competitive community, fostering an
excellent learning environment. Taking this all
into account, it is easy to see that OSS
methodologies can be a great tool to improve
mission critical software.
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